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## 1.Load Required Dependancies

# Load required Libraries  
  
options(warn=-1)  
# install.packages("corrplot")  
# install.packages("catboost")  
# install.packages('devtools')  
# devtools::install\_url('BINARY\_URL'[, INSTALL\_opts = c("--no-multiarch", "--no-test-load")])  
# devtools::install\_url('https://github.com/catboost/catboost/releases/download/v1.2.2/catboost-R-Windows-1.2.2.tgz', INSTALL\_opts = c("--no-multiarch", "--no-test-load"))  
# install.packages("xgboost")  
# install.packages("shapviz")  
library(arrow)

##   
## Attaching package: 'arrow'

## The following object is masked from 'package:utils':  
##   
## timestamp

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.2 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.3 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.2

## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ lubridate::duration() masks arrow::duration()  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(lobstr)  
library(imputeTS)

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

library(curl)

## Using libcurl 8.3.0 with Schannel  
##   
## Attaching package: 'curl'  
##   
## The following object is masked from 'package:readr':  
##   
## parse\_date

library(httr)

##   
## Attaching package: 'httr'  
##   
## The following object is masked from 'package:curl':  
##   
## handle\_reset

library(xml2)  
library(aws.s3)  
library(corrplot)

## corrplot 0.92 loaded

library(xgboost)

##   
## Attaching package: 'xgboost'  
##   
## The following object is masked from 'package:dplyr':  
##   
## slice

library(readr)  
library(stringr)  
library(dplyr)  
library(caret)

## Loading required package: lattice  
##   
## Attaching package: 'caret'  
##   
## The following object is masked from 'package:httr':  
##   
## progress  
##   
## The following object is masked from 'package:purrr':  
##   
## lift

library(car)

## Loading required package: carData  
##   
## Attaching package: 'car'  
##   
## The following object is masked from 'package:dplyr':  
##   
## recode  
##   
## The following object is masked from 'package:purrr':  
##   
## some

library(catboost)  
library(recipes)

##   
## Attaching package: 'recipes'  
##   
## The following object is masked from 'package:stringr':  
##   
## fixed  
##   
## The following object is masked from 'package:stats':  
##   
## step

library(ggplot2)  
library(shapviz)  
  
  
  
# library(knitr)  
# hook\_output = knit\_hooks$get('output')  
# knit\_hooks$set(output = function(x, options) {  
# # this hook is used only when the linewidth option is not NULL  
# if (!is.null(n <- options$linewidth)) {  
# x = xfun::split\_lines(x)  
# # any lines wider than n should be wrapped  
# if (any(nchar(x) > n)) x = strwrap(x, width = n)  
# x = paste(x, collapse = '\n')  
# }  
# hook\_output(x, options)  
# })  
#   
# knitr::opts\_chunk$set(tidy.opts = list(width.cutoff = 60), tidy = TRUE)

##—————————————————————————————————————————————————————–>

## 2.Data Cleaning + Feature Engineering

### 2.1. Load Dataset

static\_house\_energy\_weather\_df <- read\_csv("C:/Users/Himanshu/OneDrive/Desktop/Syracuse Sem 1/IST-687 Intro to DS Lab/Final Project/static\_house\_energy\_weather\_df\_17130\_rows\_with\_time\_of\_day.csv",show\_col\_types = FALSE)

### 2.2. Study Unique Values in Dataset

# Unique Values  
unique\_value\_in\_each\_column <- lapply(static\_house\_energy\_weather\_df, unique)  
  
dim(static\_house\_energy\_weather\_df)

## [1] 17130 180

### 2.3.

### Removing columns based on info in metadata file and columns with only 1 value.

### Ordinal Encode Required Columns

### Remove Negative energy rows

#Define Required Columns  
  
cols\_req <- c('bldg\_id','in.county', 'in.sqft', 'in.bedrooms',  
'in.building\_america\_climate\_zone', 'in.ceiling\_fan', 'in.city', 'in.clothes\_dryer', 'in.clothes\_washer', 'in.cooking\_range', 'in.cooling\_setpoint', 'in.cooling\_setpoint\_has\_offset', 'in.cooling\_setpoint\_offset\_magnitude', 'in.cooling\_setpoint\_offset\_period',   
'in.dishwasher', 'in.ducts',   
 'in.federal\_poverty\_level', 'in.geometry\_attic\_type', 'in.geometry\_floor\_area', 'in.geometry\_floor\_area\_bin', 'in.geometry\_foundation\_type', 'in.geometry\_garage', 'in.geometry\_stories',  
 'in.geometry\_wall\_exterior\_finish', 'in.geometry\_wall\_type', 'in.has\_pv', 'in.heating\_fuel', 'in.heating\_setpoint', 'in.heating\_setpoint\_has\_offset',  
'in.heating\_setpoint\_offset\_magnitude', 'in.heating\_setpoint\_offset\_period', 'in.hot\_water\_fixtures', 'in.hvac\_cooling\_efficiency', 'in.hvac\_cooling\_partial\_space\_conditioning',  
'in.hvac\_cooling\_type', 'in.hvac\_has\_ducts', 'in.hvac\_has\_zonal\_electric\_heating', 'in.hvac\_heating\_efficiency', 'in.hvac\_heating\_type', 'in.hvac\_heating\_type\_and\_fuel',  
 'in.income', 'in.infiltration', 'in.insulation\_ceiling',   
'in.insulation\_floor', 'in.insulation\_foundation\_wall', 'in.insulation\_rim\_joist', 'in.insulation\_roof', 'in.insulation\_slab', 'in.insulation\_wall',   
'in.misc\_extra\_refrigerator', 'in.misc\_freezer', 'in.misc\_gas\_fireplace',  
'in.misc\_gas\_grill', 'in.misc\_gas\_lighting', 'in.misc\_hot\_tub\_spa', 'in.misc\_pool', 'in.misc\_pool\_heater', 'in.misc\_pool\_pump', 'in.misc\_well\_pump', 'in.natural\_ventilation', 'in.neighbors',  
'in.occupants', 'in.orientation', 'in.plug\_load\_diversity', 'in.pv\_orientation', 'in.pv\_system\_size',   
'in.refrigerator', 'in.roof\_material', 'in.tenure', 'in.units\_represented', 'in.usage\_level', 'in.vacancy\_status', 'in.vintage', 'in.vintage\_acs',  
'in.water\_heater\_efficiency', 'in.water\_heater\_fuel', 'in.window\_areas',  
'in.windows', 'upgrade.insulation\_roof', 'upgrade.water\_heater\_efficiency', 'upgrade.hvac\_cooling\_efficiency', 'upgrade.infiltration\_reduction', 'upgrade.geometry\_foundation\_type',  
'upgrade.clothes\_dryer', 'upgrade.insulation\_ceiling', 'upgrade.ducts', 'upgrade.hvac\_heating\_type', 'upgrade.insulation\_wall', 'upgrade.insulation\_foundation\_wall',  
'upgrade.hvac\_heating\_efficiency', 'upgrade.cooking\_range', 'time\_of\_day', 'total\_energy\_consumption', 'dry\_bulb\_temperature\_[°c]', 'relative\_humidity\_[%]', 'wind\_speed\_[m/s]', 'wind\_direction\_[deg]', 'global\_horizontal\_radiation\_[w/m2]',  
 'direct\_normal\_radiation\_[w/m2]', 'diffuse\_horizontal\_radiation\_[w/m2]')  
  
static\_house\_energy\_weather\_df2 <- static\_house\_energy\_weather\_df %>% select(all\_of(cols\_req))  
  
# Convert 'None' to NA  
static\_house\_energy\_weather\_df2[static\_house\_energy\_weather\_df2 == 'None'] <- NA  
  
  
  
# Function to drop columns with only one unique value  
drop\_single\_unique\_columns <- function(data) {  
 single\_unique\_cols <- sapply(data, function(col) length(unique(col)) == 1)  
 return(data[, !single\_unique\_cols, drop = FALSE])  
}  
  
# Use the function to drop columns  
static\_house\_energy\_weather\_df2 <- drop\_single\_unique\_columns(static\_house\_energy\_weather\_df2)  
  
# Convert time of day and other column columns to numbers - Ordinal Encoding  
time\_of\_day\_mapping <- c("morning"=1,"afternoon-evening"=2,"night"=3)  
in\_vacancy\_status\_mapping <- c("Occupied"=1, "Vacant"=0 )  
in\_geometry\_floor\_area\_mapping <- c("0-499"=0 ,"500-749"=1,"750-999"=2,"1000-1499"=3,"1500-1999"=4,"2000-2499"=5,"2500-2999"=6,"3000-3999"=7,"4000+"=8)   
in\_hot\_water\_fixtures\_mapping <- c("100% Usage"=1, "50% Usage"=0, "200% Usage"=2)  
upgrade\_cooking\_range\_mapping <- c("Electric, Induction, 100% Usage"=1, "Electric, Induction, 80% Usage"=0, "Electric, Induction, 120% Usage"=3)  
in\_occupants\_mapping <- c("1"=1 , "2"=2,"3"=3,"4"=4,"5"=5,"8"=8,"6"=6,"7"=7,"10+"=10,"9"=9)  
income\_mapping <- c("<10000"=1, "10000-14999"=2, "15000-19999"=3, "20000-24999"=4, "25000-29999"=5, "30000-34999"=6, "35000-39999"=7, "40000-44999"=8, "45000-49999"=9, "50000-59999"=10, "60000-69999"=11, "70000-79999"=12, "80000-99999"=13, "100000-119999"=14, "120000-139999"=15, "140000-159999"=16, "160000-179999"=17, "180000-199999"=18, "200000+"=19)  
  
static\_house\_energy\_weather\_df2$time\_of\_day <- as.numeric(time\_of\_day\_mapping[static\_house\_energy\_weather\_df2$time\_of\_day])  
static\_house\_energy\_weather\_df2$in.vacancy\_status <- as.numeric(in\_vacancy\_status\_mapping[static\_house\_energy\_weather\_df2$in.vacancy\_status])  
static\_house\_energy\_weather\_df2$in.geometry\_floor\_area <- as.numeric(in\_geometry\_floor\_area\_mapping[static\_house\_energy\_weather\_df2$in.geometry\_floor\_area])  
static\_house\_energy\_weather\_df2$in.hot\_water\_fixtures <- as.numeric(in\_hot\_water\_fixtures\_mapping[static\_house\_energy\_weather\_df2$in.hot\_water\_fixtures])  
static\_house\_energy\_weather\_df2$upgrade.cooking\_range <- as.numeric(upgrade\_cooking\_range\_mapping[static\_house\_energy\_weather\_df2$upgrade.cooking\_range])  
static\_house\_energy\_weather\_df2$in.occupants <- as.numeric(in\_occupants\_mapping[static\_house\_energy\_weather\_df2$in.occupants])  
str(static\_house\_energy\_weather\_df2$time\_of\_day)

## num [1:17130] 3 1 2 3 1 2 3 1 2 3 ...

static\_house\_energy\_weather\_df2$in.income <- as.numeric(income\_mapping[static\_house\_energy\_weather\_df2$in.occupants])  
str(static\_house\_energy\_weather\_df2$in.income)

## num [1:17130] 3 3 3 1 1 1 2 2 2 2 ...

# Remove negative Target  
static\_house\_energy\_weather\_df2 <- static\_house\_energy\_weather\_df2 %>% filter(total\_energy\_consumption>=0)  
dim(static\_house\_energy\_weather\_df2)

## [1] 17085 96

###2.4. #### Calculate Percentage of nulls in each row - Remove those greater than 80%. #### Fill Categorical Nulls with mode at Country - Income Level. #### Remove any remaining Null rows, if any.

static\_house\_energy\_weather\_df3 <- static\_house\_energy\_weather\_df2  
  
# Function to calculate percentage of nulls in each column  
percentage\_nulls <- function(column) {  
 sum(is.na(column)) / length(column) \* 100  
}  
  
# Apply the function to each column  
column\_null\_percentage <- sapply(static\_house\_energy\_weather\_df3, percentage\_nulls)  
  
# Extract columns with more than 80% nulls  
columns\_above\_threshold <- names(column\_null\_percentage[column\_null\_percentage < 80])  
  
# Extract only those columns from the original data frame  
static\_house\_energy\_weather\_df3 <- static\_house\_energy\_weather\_df3[, columns\_above\_threshold]  
  
# dim(static\_house\_energy\_weather\_df3)  
  
  
# Function to fill missing values with the mode within each group  
fill\_mode <- function(x) {  
 if (is.character(x)) {  
 mode\_table <- table(x)  
 if (length(mode\_table) > 0) {  
 mode\_val <- names(sort(mode\_table, decreasing = TRUE))[1]  
 x[is.na(x)] <- mode\_val  
 }  
 }  
 x  
}  
  
# Apply the fill\_mode function to each character column within each group  
static\_house\_energy\_weather\_df3 <- static\_house\_energy\_weather\_df3 %>%  
 group\_by(in.city,in.income) %>%  
 mutate(across(where(is.character), fill\_mode))  
  
# Apply the fill\_mode function again to those that do not have a mode inside a group  
static\_house\_energy\_weather\_df3 <- static\_house\_energy\_weather\_df3 %>%  
 mutate(across(where(is.character), fill\_mode))  
  
  
  
# Drop NA Rows - 90% of rows remaining  
static\_house\_energy\_weather\_df3 <- na.omit(static\_house\_energy\_weather\_df3)  
dim(static\_house\_energy\_weather\_df3)

## [1] 16340 85

column\_null\_percentage <- sapply(static\_house\_energy\_weather\_df3, percentage\_nulls)

##—————————————————————————————————————————————————————–>

### 3.3.Exploratory Data Analysis

#### 3.1.Distribution of Target Variable - Total Energy Consumption

#### -> It is observed that target variable is slightly right-skewed.

# Histogram plot  
hist(static\_house\_energy\_weather\_df3$total\_energy\_consumption, col='purple', border='black', breaks=50,  
 main='Total Energy Consumption Distribution', xlab='Total Energy Consumption', ylab='Frequency')

![](data:image/png;base64,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)

#### 3.2 Distribution of Continuous Independanct Features

# Histogram plot -> dry\_bulb\_temperature\_  
hist(static\_house\_energy\_weather\_df3$`dry\_bulb\_temperature\_[°c]`, col='purple', border='black', breaks=50,  
 main='Dry Bulb Temparature Distribution', xlab='Dry Bulb Temparature', ylab='Frequency')
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# Histogram plot -> global\_horizontal\_radiation\_  
hist(static\_house\_energy\_weather\_df3$`global\_horizontal\_radiation\_[w/m2]`, col='purple', border='black', breaks=50,  
 main='Global Horizontal Radiation Distribution', xlab='Global Horizontal Radiation', ylab='Frequency')
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# Histogram plot -> in.sqft  
hist(static\_house\_energy\_weather\_df3$in.sqft, col='purple', border='black', breaks=50,  
 main='Size of House Distribution', xlab='Size of House', ylab='Frequency')

![](data:image/png;base64,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)

# Histogram plot -> Income  
hist(static\_house\_energy\_weather\_df3$in.income, col='purple', border='black', breaks=50,  
 main='Income Distribution', xlab='Income', ylab='Frequency')
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# Histogram plot -> Colling Setpoint  
hist(static\_house\_energy\_weather\_df3$in.cooling\_setpoint, col='purple', border='black', breaks=50,  
 main='Cooling Setpoint Distribution', xlab='Cooling Setpoint', ylab='Frequency')
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# Histogram plot -> Colling Setpoint  
hist(static\_house\_energy\_weather\_df3$in.hot\_water\_fixtures, col='purple', border='black', breaks=50,  
 main='Hot Water Fixtures Distribution', xlab='Hot Water Fixtures Setpoint', ylab='Frequency')
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#### 3.3. Study Correlation between Continuous Features

#### Raditation and Humidity and Highly Negatively Correlated

#### Wind Speed and Radiation have a High Positive Correlation

# Select only the numerical variables from the dataset  
numerical\_vars <- static\_house\_energy\_weather\_df3[sapply(static\_house\_energy\_weather\_df3, is.numeric)]  
  
# Calculate the correlation matrix  
cor\_matrix <- cor(numerical\_vars)  
# Set a threshold for correlation values  
threshold <- 0.4  
  
# Filter correlation matrix for values above the threshold  
filtered\_cor\_matrix <- cor\_matrix \* (abs(cor\_matrix) > threshold)  
  
corrplot(filtered\_cor\_matrix, method = "number", type = "upper", tl.col = "black", tl.srt = 45, tl.cex = 0.6, number.cex = 0.6,title = "Correlation Plot",number.digits = 2)
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par(mfrow = c(1, 1), mar = c(1,1,1,1) + 5)

##—————————————————————————————————————————————————————–>

### 4. Modelling

#### Linear,Xgboost and Catboost were the three models that were used.

#### XGBoost and Catboost gave thebest accuracy with a MAPE of 17% (83% accruracy).

#### 4.1.Run Linear Regression - Run Linear Regression algorithm on Dataset

# Drop a few columns based on correlation  
static\_house\_energy\_weather\_df4 <- static\_house\_energy\_weather\_df3  
  
static\_house\_energy\_weather\_df4 <- static\_house\_energy\_weather\_df4 %>%  
 select(where(~n\_distinct(.) > 1))  
  
  
# Create dataset with just building\_id and county - To be used in prediction section  
static\_house\_energy\_weather\_df\_for\_prediction <- static\_house\_energy\_weather\_df4   
static\_house\_energy\_weather\_df\_building\_and\_county <- static\_house\_energy\_weather\_df4[,c('bldg\_id','in.county','time\_of\_day')]  
static\_house\_energy\_weather\_df4 <- static\_house\_energy\_weather\_df4 %>% select(-c( 'bldg\_id','in.county','global\_horizontal\_radiation\_[w/m2]',  
 'direct\_normal\_radiation\_[w/m2]'))  
  
# lapply(static\_house\_energy\_weather\_df4, unique)  
  
rm(static\_house\_energy\_weather\_df)  
rm(static\_house\_energy\_weather\_df2)  
  
set.seed(123)  
  
# Split the data into training (80%) and testing (20%) sets  
index <- createDataPartition(static\_house\_energy\_weather\_df4$total\_energy\_consumption, p = 0.8, list = FALSE)  
train\_data <- static\_house\_energy\_weather\_df4[index, ]  
test\_data <- static\_house\_energy\_weather\_df4[-index, ]  
  
# Get character columns  
character\_columns <- names(train\_data)[sapply(train\_data, is.character)]  
  
# Loop through character columns and apply the steps  
for (col in character\_columns) {  
 # Get unique values in the current column  
  
 unique\_values <- unique(train\_data[[col]])  
  
 # Filter rows in other columns based on unique values  
 test\_data <- test\_data[test\_data[[col]] %in% unique\_values, ]  
}  
  
  
# Run linear regression with both categorical and continuous columns  
model <- lm(total\_energy\_consumption ~ ., data = train\_data)  
  
# Print the summary of the model  
# summary(model)  
  
# Make predictions on the test data  
predictions <- predict(model, newdata = test\_data)  
# test\_data$predictions <- predictions  
# Evaluate the model on the test data (e.g., calculate RMSE)  
rmse <- sqrt(mean((test\_data$total\_energy\_consumption - predictions)^2))  
print(paste("Root Mean Squared Error on test data:", rmse))

## [1] "Root Mean Squared Error on test data: 83.3659103617599"

cat("Minimum:", min(test\_data$total\_energy\_consumption), "\n")

## Minimum: 3.707

cat("Maximum:", max(test\_data$total\_energy\_consumption), "\n")

## Maximum: 1670.53

cat("Mean:", mean(test\_data$total\_energy\_consumption), "\n")

## Mean: 310.9359

# Calculate MAPE  
mape <- mean(abs((test\_data$total\_energy\_consumption - predictions) / test\_data$total\_energy\_consumption )) \* 100  
  
# Print the result  
print(paste("MAPE:", mape))

## [1] "MAPE: 25.8964937733538"

#R2  
r\_squared <- R2(predictions, test\_data$total\_energy\_consumption)  
print(paste("R-squared Linear Regression:", r\_squared))

## [1] "R-squared Linear Regression: 0.756463521318137"

#### 4.2. Run CatBoost - Catboost is a Boosting Regression Model,

#### which specializes in handling categorical variables - which we have a lot of.

#### Boosting models are good at handling overfitting and non-linear data as they as equipped with

#### regularization parameters and do not require prior coolumn scaling.

# Create Train-Test Split  
train\_data\_ctb <- train\_data  
test\_data\_ctb <- test\_data  
# # Convert all character columns to factors - Need for Catboost  
# train\_data\_ctb[sapply(train\_data\_ctb, is.character)] <- lapply(train\_data\_ctb[sapply(train\_data\_ctb, is.character)],   
# as.factor)  
# test\_data\_ctb[sapply(test\_data\_ctb, is.character)] <- lapply(test\_data\_ctb[sapply(test\_data\_ctb, is.character)],   
# as.factor)  
  
# Identify character columns  
char\_columns <- names(train\_data\_ctb)[sapply(train\_data\_ctb, is.character)]  
  
# Create a recipe for label encoding  
label\_recipe <- recipe(~ ., data = train\_data\_ctb) %>%  
 step\_dummy(all\_nominal\_predictors(), one\_hot = FALSE)  
  
# Apply the label encoding recipe to the data  
train\_data\_ctb <- prep(label\_recipe) %>% bake(new\_data = train\_data\_ctb)

## New names:  
## New names:  
## New names:  
## New names:  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...116`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...117`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...118`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...119`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...120`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...121`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...122`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...123`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...124`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...125`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...127`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...128`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...129`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...130`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...131`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...132`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...133`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...134`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...135`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...136`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...138`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...139`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...140`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...141`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...142`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...143`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...144`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...145`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...146`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...147`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...149`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...150`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...151`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...152`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...153`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...154`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...155`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...156`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...157`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...158`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...160`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...161`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...162`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...163`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...164`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...165`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...166`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...167`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...168`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...169`

# Apply the saved encoding recipe to the new data  
test\_data\_ctb <-prep(label\_recipe) %>% bake(new\_data = test\_data\_ctb)

## New names:  
## New names:  
## New names:  
## New names:  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...116`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...117`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...118`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...119`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...120`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...121`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...122`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...123`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...124`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...125`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...127`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...128`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...129`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...130`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...131`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...132`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...133`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...134`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...135`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...136`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...138`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...139`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...140`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...141`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...142`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...143`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...144`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...145`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...146`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...147`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...149`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...150`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...151`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...152`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...153`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...154`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...155`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...156`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...157`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...158`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...160`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...161`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...162`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...163`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...164`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...165`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...166`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...167`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...168`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...169`

# Specify the columns for features and the response variable  
response <- "total\_energy\_consumption"  
  
# Select all columns except the excluded one  
selected\_columns <- train\_data\_ctb[, !colnames(train\_data\_ctb) %in% response]  
  
# Convert the selected columns to a vector  
features <- colnames(selected\_columns)  
  
# Convert response variable to numeric (CatBoost requires numeric target)  
train\_data\_ctb[[response]] <- as.numeric(train\_data\_ctb[[response]])  
  
# Convert the data to the CatBoost dataset format  
train\_data\_ctb2 <- catboost.load\_pool(data = train\_data\_ctb[features], label = train\_data\_ctb[[response]])  
  
# Specify CatBoost parameters  
catboost\_params <- list(  
 iterations = 100, # Number of boosting iterations  
 learning\_rate = 0.1, # Learning rate  
 depth = 6, # Depth of the trees  
 loss\_function = "RMSE", # Loss function for regression  
 logging\_level = 'Silent'  
)  
  
# Train the CatBoost model  
# model <- catboost.train(train\_data\_ctb2, params = catboost\_params)  
model <- catboost.train(train\_data\_ctb2,NULL, params = catboost\_params)  
  
  
#Test Data  
new\_data\_pool <- catboost.load\_pool(data = test\_data\_ctb)  
predictions\_ctb <- catboost.predict(model, new\_data\_pool)  
  
  
#Catboost  
rmse <- sqrt(mean((test\_data\_ctb$total\_energy\_consumption - predictions\_ctb)^2))  
print(paste("Root Mean Squared Error on test data:", rmse))

## [1] "Root Mean Squared Error on test data: 70.1861792978264"

cat("Minimum:", min(test\_data\_ctb$total\_energy\_consumption), "\n")

## Minimum: 3.707

cat("Maximum:", max(test\_data\_ctb$total\_energy\_consumption), "\n")

## Maximum: 1670.53

cat("Mean:", mean(test\_data\_ctb$total\_energy\_consumption), "\n")

## Mean: 310.9359

# Calculate MAPE  
mape <- mean(abs((test\_data\_ctb$total\_energy\_consumption - predictions\_ctb) / test\_data\_ctb$total\_energy\_consumption )) \* 100  
  
# Print the result  
print(paste("MAPE:", mape))

## [1] "MAPE: 18.9428563237314"

#R2  
r\_squared <- R2(predictions\_ctb, test\_data\_ctb$total\_energy\_consumption)  
print(paste("R-squared CTB:", r\_squared))

## [1] "R-squared CTB: 0.829868885578707"

ctb\_feature\_imp\_matrix <- catboost.get\_feature\_importance(model,  
 pool = NULL,  
 type = 'FeatureImportance',  
 thread\_count = -1)  
  
# convert the matrix into dataframe   
dataframe\_ctb\_feature\_imp=as.data.frame(ctb\_feature\_imp\_matrix)  
colnames(dataframe\_ctb\_feature\_imp) <- c("Feature\_Importance")  
dataframe\_ctb\_feature\_imp <- arrange(dataframe\_ctb\_feature\_imp, desc(Feature\_Importance))  
  
# Top Features from Catboost  
head(dataframe\_ctb\_feature\_imp)

## Feature\_Importance  
## dry\_bulb\_temperature\_[°c] 18.895609  
## in.sqft 12.038119  
## time\_of\_day 9.316663  
## in.heating\_setpoint 9.055751  
## in.geometry\_floor\_area 8.063708  
## in.vacancy\_status 6.898157

#### 4.3, Run XGboost : Extreme Gradient Boosting model that is great at handling non-linear data.

#### Boosting models are good at handling overfitting and non-linear data as they as equipped with

#### regularization parameters and do not require prior coolumn scaling.

# https://tilburgsciencehub.com/building-blocks/analyze-data/machine-learning/xgboost/  
  
#Use train-test split created before  
train\_data\_xgb <- train\_data  
test\_data\_xgb <- test\_data  
# Convert all character columns to factors   
# train\_data\_xgb[sapply(train\_data\_xgb, is.character)] <- lapply(train\_data\_xgb[sapply(train\_data\_xgb, is.character)],   
# as.factor)  
# test\_data\_xgb[sapply(test\_data\_xgb, is.character)] <- lapply(test\_data\_xgb[sapply(test\_data\_xgb, is.character)],   
# as.factor)  
  
# Identify character columns  
char\_columns <- names(train\_data\_xgb)[sapply(train\_data\_xgb, is.character)]  
  
# Create a recipe for label encoding  
label\_recipe <- recipe(~ ., data = train\_data\_xgb) %>%  
 step\_dummy(all\_nominal\_predictors(), one\_hot = FALSE)  
  
# Apply the label encoding recipe to the data  
train\_data\_xgb <- prep(label\_recipe) %>% bake(new\_data = train\_data\_xgb)

## New names:  
## New names:  
## New names:  
## New names:  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...116`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...117`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...118`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...119`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...120`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...121`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...122`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...123`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...124`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...125`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...127`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...128`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...129`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...130`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...131`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...132`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...133`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...134`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...135`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...136`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...138`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...139`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...140`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...141`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...142`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...143`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...144`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...145`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...146`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...147`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...149`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...150`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...151`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...152`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...153`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...154`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...155`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...156`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...157`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...158`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...160`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...161`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...162`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...163`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...164`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...165`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...166`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...167`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...168`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...169`

# Apply the saved encoding recipe to the new data  
test\_data\_xgb <-prep(label\_recipe) %>% bake(new\_data = test\_data\_xgb)

## New names:  
## New names:  
## New names:  
## New names:  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...116`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...117`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...118`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...119`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...120`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...121`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...122`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...123`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...124`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...125`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...127`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...128`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...129`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...130`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...131`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...132`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...133`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...134`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...135`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...136`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...138`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...139`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...140`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...141`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...142`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...143`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...144`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...145`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...146`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...147`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...149`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...150`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...151`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...152`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...153`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...154`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...155`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...156`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...157`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...158`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...160`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...161`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...162`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...163`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...164`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...165`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...166`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...167`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...168`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...169`

# Define the parameter grid for hyperparameter tuning  
param\_grid <- expand.grid(  
 nrounds = c(50, 100, 150),  
 max\_depth = c(3, 6, 9),  
 eta = c(0.01, 0.05, 0.1),  
 gamma = c(0, 1, 2)  
)  
  
params <- list(  
 max\_depth = 10,  
 min\_child\_weight = 1,   
 gamma = 1,  
 eta = 0.1,   
 colsample\_bytree = 0.8,   
 objective = "reg:squarederror", # Set the objective for regression  
 eval\_metric = "rmse", # Use RMSE for evaluation  
 nrounds = 100   
)  
response <- "total\_energy\_consumption"  
  
X\_train <- train\_data\_xgb %>% select(-c("total\_energy\_consumption"))  
y\_train <- train\_data\_xgb$total\_energy\_consumption  
X\_test <- test\_data\_xgb %>% select(-c("total\_energy\_consumption"))  
y\_test <- test\_data\_xgb$total\_energy\_consumption  
  
#convert both sets to a DMatrix format, in order for xgboost to work with the data   
dtrain <- xgb.DMatrix(data = as.matrix(X\_train), label = y\_train)  
dtest <- xgb.DMatrix(data = as.matrix(X\_test), label = y\_test)  
  
  
xgb\_model <- xgb.train(  
 params = params,  
 data = dtrain,  
 nrounds = params$nrounds,   
 early\_stopping\_rounds = 20, # stop iteration when there test set does not improve for 20 rounds  
 watchlist = list(train = dtrain, test = dtest),  
 verbose = 0   
)

## [22:26:56] WARNING: src/learner.cc:767:   
## Parameters: { "nrounds" } are not used.

predictions\_xgb <- predict(xgb\_model, newdata = dtest)  
  
#XGBoost  
rmse <- sqrt(mean((test\_data\_xgb$total\_energy\_consumption - predictions\_xgb)^2))  
print(paste("Root Mean Squared Error on test data:", rmse))

## [1] "Root Mean Squared Error on test data: 66.7868768273033"

cat("Minimum:", min(test\_data\_xgb$total\_energy\_consumption), "\n")

## Minimum: 3.707

cat("Maximum:", max(test\_data\_xgb$total\_energy\_consumption), "\n")

## Maximum: 1670.53

cat("Mean:", mean(test\_data\_xgb$total\_energy\_consumption), "\n")

## Mean: 310.9359

# Calculate MAPE  
mape <- mean(abs((test\_data\_xgb$total\_energy\_consumption - predictions\_xgb) / test\_data\_xgb$total\_energy\_consumption )) \* 100  
  
# Print the result  
print(paste("MAPE:", mape))

## [1] "MAPE: 18.8225847915731"

#R2  
r\_squared <- R2(predictions\_xgb, test\_data\_xgb$total\_energy\_consumption)  
print(paste("R-squared XGB:", r\_squared))

## [1] "R-squared XGB: 0.844847534851268"

#Plot XGB Feature IMportance  
importance\_matrix <- xgb.importance(feature\_names = colnames(X\_train), model = xgb\_model)  
xgb.plot.importance(importance\_matrix,top\_n = 20)
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importance\_matrix <- importance\_matrix[order(importance\_matrix$Importance, decreasing = TRUE), ]  
top\_15\_features <- importance\_matrix$Feature[0:15]

##—————————————————————————————————————————————————————–>

## 5. Insight Generation

#### 1.Using Shapley to generate insights from the model.

#### 2.Shapley calculates the indivdial effect of the features towards total energy consumption.

#### 3.Analysing impact on Total energy consumption by studying Partial Dependance Plots and Feature Importance

#### 4.Instructions on reading the graph:

#### Understanding the y-axis:

#### The y-axis represents the predicted outcome (total energy consumption) of the model.

#### The 0 mark on the y-axis indicates average total energy consumption in the dataset

#### Understanding the x-axis:

#### The x-axis represents the values of the feature for which you are creating the Shapley PDP.

#### 5.Some notable insights:

#### a.Dry Bulb Temperature, House Size (sqft), Cooling and Heating Setpoint, Humidity are some of the top drivers of energy consumption.

#### b. Income : People who earn more than $30,000, consume the same amount of energy (50kWh in an 8 hour time span).

#### Below this income level, there is a steady decline in energy consumption as income reduces.

#### c.Temperature : After the weather outside crosses a temperature of 26 C, there is a spike in energy consumption across household.

#Create Shap object   
  
shp <- shapviz(xgb\_model, X\_pred = dtrain, X = X\_train)  
colnames(shp) <- gsub("\_", " ", colnames(shp))  
# Function to capitalize each word before and after a full stop  
capitalize\_words <- function(x) {  
 words <- unlist(strsplit(x, "\\.", fixed = TRUE))  
 capitalized\_words <- sapply(words, str\_to\_title)  
 return(paste(capitalized\_words, collapse = "."))  
}  
# Capitalize each word in column names  
colnames(shp) <- sapply(colnames(shp), capitalize\_words)  
  
  
# Display Shapley Feature Importance  
sv\_importance(shp)
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# Feature Importance with Direction of impact   
sv\_importance(shp, kind = "beeswarm")
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# Main effect of carat and its interactions  
for (col in top\_15\_features){  
 col <- gsub("\_", " ", col)  
 col <- sapply(col, capitalize\_words)  
 impact\_of\_column\_on\_energy <- sv\_dependence(shp,v = col,color\_var = col)  
 print(impact\_of\_column\_on\_energy)}
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# Key to map the x axis of below graphs  
time\_of\_day\_mapping <- c("morning"=1,"afternoon-evening"=2,"night"=3)  
in\_vacancy\_status\_mapping <- c("Occupied"=1, "Vacant"=0 )  
in\_geometry\_floor\_area\_mapping <- c("0-499"=0 ,"500-749"=1,"750-999"=2,"1000-1499"=3,"1500-1999"=4,"2000-2499"=5,"2500-2999"=6,"3000-3999"=7,"4000+"=8)   
in\_hot\_water\_fixtures\_mapping <- c("100% Usage"=1, "50% Usage"=0, "200% Usage"=2)  
upgrade\_cooking\_range\_mapping <- c("Electric, Induction, 100% Usage"=1, "Electric, Induction, 80% Usage"=0, "Electric, Induction, 120% Usage"=3)  
in\_occupants\_mapping <- c("1"=1 , "2"=2,"3"=3,"4"=4,"5"=5,"8"=8,"6"=6,"7"=7,"10+"=10,"9"=9)  
income\_mapping <- c("<10000"=1, "10000-14999"=2, "15000-19999"=3, "20000-24999"=4, "25000-29999"=5, "30000-34999"=6, "35000-39999"=7, "40000-44999"=8, "45000-49999"=9, "50000-59999"=10, "60000-69999"=11, "70000-79999"=12, "80000-99999"=13, "100000-119999"=14, "120000-139999"=15, "140000-159999"=16, "160000-179999"=17, "180000-199999"=18, "200000+"=19)

##—————————————————————————————————————————————————————–>

## 6. Predictions - By increasing temp by 5

#### Add 5 degrees C to the Original Dataset, and Predict total Energy Consumed.

#### Calculate peak Future Energy Demand for Geographies,House size and Time of the Day.

#### Total energy predicted next july after increasing temparature by 5 degrees is: 5983238 kWh

#### and increase in total energy consumed next july is : 927594.8 kWh Percentage increase in Energy Consumed is : 18.34771 %

# Use prediction DF created in Linear Regression Section  
  
# ----------------->   
static\_house\_energy\_weather\_df\_for\_prediction2 <- static\_house\_energy\_weather\_df\_for\_prediction  
static\_house\_energy\_weather\_df\_building\_and\_county <- static\_house\_energy\_weather\_df\_for\_prediction2[,c('bldg\_id','in.county','time\_of\_day')]  
static\_house\_energy\_weather\_df\_for\_prediction2\_processed\_for\_loaded\_xgb\_model <- static\_house\_energy\_weather\_df\_for\_prediction2 %>% select(-c( 'bldg\_id','in.county','global\_horizontal\_radiation\_[w/m2]',  
 'direct\_normal\_radiation\_[w/m2]'))  
  
# Encode it using the label\_recipe encoder created in previous steps (xgb cell)  
static\_house\_energy\_weather\_df4\_prediction <- prep(label\_recipe) %>% bake(new\_data = static\_house\_energy\_weather\_df\_for\_prediction2\_processed\_for\_loaded\_xgb\_model)

## New names:  
## New names:  
## New names:  
## New names:  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...116`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...117`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...118`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...119`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...120`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..1h...121`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..2h...122`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..3h...123`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..4h...124`  
## • `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.and.Night.Setup..5h...125`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...127`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...128`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...129`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...130`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...131`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..1h...132`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..2h...133`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..3h...134`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..4h...135`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup..5h...136`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...138`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...139`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...140`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...141`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...142`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..1h...143`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..2h...144`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..3h...145`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..4h...146`  
## • `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Day.Setup.and.Night.Setback..5h...147`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...149`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...150`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...151`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...152`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...153`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..1h...154`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..2h...155`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..3h...156`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..4h...157`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setback..5h...158`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...160`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...161`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...162`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...163`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...164`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..1h...165`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..2h...166`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..3h...167`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..4h...168`  
## • `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h` ->  
## `in.cooling\_setpoint\_offset\_period\_Night.Setup..5h...169`

#-----------------> Increase Temp by 5  
static\_house\_energy\_weather\_df4\_prediction$`dry\_bulb\_temperature\_[°c]` <- static\_house\_energy\_weather\_df4\_prediction$`dry\_bulb\_temperature\_[°c]`+5  
  
# Increase Temp by 5-> Create dataset to be converted to a martix for xgb prediction  
static\_house\_energy\_weather\_df4\_prediction\_independant <- static\_house\_energy\_weather\_df4\_prediction %>% select (-c('total\_energy\_consumption'))  
static\_house\_energy\_weather\_df4\_prediction\_dependant <- static\_house\_energy\_weather\_df4\_prediction$total\_energy\_consumption  
  
  
#Create matrix which is a pre-requisite to XGboost prediction  
static\_house\_energy\_weather\_df4\_matrix <- xgb.DMatrix(data = as.matrix(static\_house\_energy\_weather\_df4\_prediction\_independant ), label = static\_house\_energy\_weather\_df4\_prediction\_dependant)  
predictions\_plus\_5\_temp <- predict(xgb\_model, newdata = static\_house\_energy\_weather\_df4\_matrix)  
  
#Add prediction columns to original DF  
static\_house\_energy\_weather\_df\_for\_prediction2$total\_energy\_consumption\_prediction\_after\_increasing\_temp <- predictions\_plus\_5\_temp  
  
#Predicted - Current = Increase in energy   
static\_house\_energy\_weather\_df\_for\_prediction2$change\_in\_total\_energy <- static\_house\_energy\_weather\_df\_for\_prediction2$total\_energy\_consumption\_prediction\_after\_increasing\_temp - static\_house\_energy\_weather\_df\_for\_prediction2$total\_energy\_consumption   
  
#TotalEnergy  
total\_energy\_next\_july\_after\_increasing\_temp <- sum(static\_house\_energy\_weather\_df\_for\_prediction2$total\_energy\_consumption\_prediction\_after\_increasing\_temp)  
  
total\_change\_in\_energy\_this\_july\_to\_last\_july <- sum(static\_house\_energy\_weather\_df\_for\_prediction2$change\_in\_total\_energy)  
  
percentage\_increase\_in\_energy\_consumed <- total\_change\_in\_energy\_this\_july\_to\_last\_july\*100/sum(static\_house\_energy\_weather\_df\_for\_prediction2$total\_energy\_consumption)  
  
cat("Total energy predicted next july after increasing temparature by 5 degrees is: ",total\_energy\_next\_july\_after\_increasing\_temp," kWh", " and increase in total energy consumed next july is :",total\_change\_in\_energy\_this\_july\_to\_last\_july," kWh")

## Total energy predicted next july after increasing temparature by 5 degrees is: 5983238 kWh and increase in total energy consumed next july is : 927594.8 kWh

cat(" Percentage increase in Energy Consumed is :",percentage\_increase\_in\_energy\_consumed, " %")

## Percentage increase in Energy Consumed is : 18.34771 %

# #calculate peak energy demand for geographies and regions  
options(dplyr.summarise.inform = FALSE)  
time\_of\_day\_reverse\_mapping <- c("1"="morning","2"="afternoon-evening","3"="night")  
  
geography\_energy\_demand\_df <- static\_house\_energy\_weather\_df\_for\_prediction2 %>%   
 group\_by(in.county) %>%   
 dplyr::summarise(total\_energy\_prediction\_next\_year\_per\_hour = sum(total\_energy\_consumption\_prediction\_after\_increasing\_temp)/8, total\_energy\_\_consumption\_this\_year\_per\_hour = sum(total\_energy\_consumption)/8)  
  
geography\_energy\_demand\_df$percentage\_change\_in\_energy\_consumption\_per\_hour <- (geography\_energy\_demand\_df$total\_energy\_prediction\_next\_year\_per\_hour-geography\_energy\_demand\_df$total\_energy\_\_consumption\_this\_year\_per\_hour)\*100/geography\_energy\_demand\_df$total\_energy\_\_consumption\_this\_year\_per\_hour   
  
head(geography\_energy\_demand\_df)

## # A tibble: 6 × 4  
## in.county total\_energy\_predict…¹ total\_energy\_\_consum…² percentage\_change\_in…³  
## <chr> <dbl> <dbl> <dbl>  
## 1 G4500010 3769. 3014. 25.0  
## 2 G4500030 26575. 22183. 19.8  
## 3 G4500050 1331. 1100. 21.0  
## 4 G4500070 33435. 28071. 19.1  
## 5 G4500090 2636. 2278. 15.7  
## 6 G4500110 2550. 2155. 18.3  
## # ℹ abbreviated names: ¹​total\_energy\_prediction\_next\_year\_per\_hour,  
## # ²​total\_energy\_\_consumption\_this\_year\_per\_hour,  
## # ³​percentage\_change\_in\_energy\_consumption\_per\_hour

## Calculating peak energy demand for sqft  
  
sqft\_wise\_energy\_demand\_df <- static\_house\_energy\_weather\_df\_for\_prediction2 %>%   
 group\_by(in.sqft) %>%   
 dplyr::summarise(total\_energy\_prediction\_next\_year\_per\_hour = sum(total\_energy\_consumption\_prediction\_after\_increasing\_temp)/8, total\_energy\_\_consumption\_this\_year\_per\_hour = sum(total\_energy\_consumption)/8)  
sqft\_wise\_energy\_demand\_df$percentage\_change\_in\_energy\_consumption <- (sqft\_wise\_energy\_demand\_df$total\_energy\_prediction\_next\_year\_per\_hour-sqft\_wise\_energy\_demand\_df$total\_energy\_\_consumption\_this\_year\_per\_hour)\*100/sqft\_wise\_energy\_demand\_df$total\_energy\_\_consumption\_this\_year\_per\_hour  
  
head(geography\_energy\_demand\_df)

## # A tibble: 6 × 4  
## in.county total\_energy\_predict…¹ total\_energy\_\_consum…² percentage\_change\_in…³  
## <chr> <dbl> <dbl> <dbl>  
## 1 G4500010 3769. 3014. 25.0  
## 2 G4500030 26575. 22183. 19.8  
## 3 G4500050 1331. 1100. 21.0  
## 4 G4500070 33435. 28071. 19.1  
## 5 G4500090 2636. 2278. 15.7  
## 6 G4500110 2550. 2155. 18.3  
## # ℹ abbreviated names: ¹​total\_energy\_prediction\_next\_year\_per\_hour,  
## # ²​total\_energy\_\_consumption\_this\_year\_per\_hour,  
## # ³​percentage\_change\_in\_energy\_consumption\_per\_hour

## Calculating peak energy demand for time of the day  
time\_of\_day\_wise\_energy\_demand\_df <- static\_house\_energy\_weather\_df\_for\_prediction2 %>%   
 group\_by(time\_of\_day) %>%   
 dplyr::summarise(total\_energy\_prediction\_next\_year\_per\_hour = sum(total\_energy\_consumption\_prediction\_after\_increasing\_temp)/8, total\_energy\_\_consumption\_this\_year\_per\_hour = sum(total\_energy\_consumption)/8)  
time\_of\_day\_wise\_energy\_demand\_df$time\_of\_day <- as.character(time\_of\_day\_reverse\_mapping[time\_of\_day\_wise\_energy\_demand\_df$time\_of\_day])  
  
time\_of\_day\_wise\_energy\_demand\_df$percentage\_change\_in\_energy\_consumption\_per\_hour <- (time\_of\_day\_wise\_energy\_demand\_df$total\_energy\_prediction\_next\_year\_per\_hour-time\_of\_day\_wise\_energy\_demand\_df$total\_energy\_\_consumption\_this\_year\_per\_hour)\*100/time\_of\_day\_wise\_energy\_demand\_df$total\_energy\_\_consumption\_this\_year\_per\_hour  
  
head(time\_of\_day\_wise\_energy\_demand\_df)

## # A tibble: 3 × 4  
## time\_of\_day total\_energy\_prediction\_next\_year\_p…¹ total\_energy\_\_consum…²  
## <chr> <dbl> <dbl>  
## 1 morning 264819. 215282.  
## 2 afternoon-evening 291670. 278974.  
## 3 night 191416. 137700.  
## # ℹ abbreviated names: ¹​total\_energy\_prediction\_next\_year\_per\_hour,  
## # ²​total\_energy\_\_consumption\_this\_year\_per\_hour  
## # ℹ 1 more variable: percentage\_change\_in\_energy\_consumption\_per\_hour <dbl>

# write.csv(sqft\_wise\_energy\_demand\_df, file = "C:/Users/Himanshu/OneDrive/Desktop/Syracuse Sem 1/IST-687 Intro to DS Lab/Final Project/size\_of\_house\_surge.csv",row.names = FALSE)